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1. Introduction

Software maintenance is considered to be one of the longest and costliest parts of a software lifecycle [1]. It is a continuous process, that exists in the pre-delivery stage as well as the post-delivery stage of a software product [2]. It is important to design software that is easy to maintain. According to Reshi et al. [3], code smells that often manifest in poor design choices or implementation issues, are found to have serious effect on software maintainability. They note that code smells do not hinder the functionality and performance of the software; however, code full of smells has a higher risk of system failure in the future.

Code smells are characteristics in the source code of a program that are associated with bad design and incorrect programming practices [4]. Fowler [5] has written, that code smells are the first surface indicators of a flaw, that usually corresponds to a deeper problem in the source code. Code smells don’t always mean there is a problem in the source code of a program so the code must be analyzed to detect an underlying problem [5].

In the increasingly competitive market of mobile development, developers are pushed to constantly release new versions and updates for mobile applications to retain their customers [6]. Developers may feel the need to adopt bad code design or implementation practices, that can lead to code smells. Numerous scientific papers [7, 8] have proposed solutions and developed programs to fix the issue by automatically identifying code smells and analyzing the effect of those code smells on the system.

Various tools exist for developers, that find code smells and help refactor the code. Most of the existing tools use varying rules and methods to analyze and classify code smells, meaning they cannot identify all types of code smells.

The aim of this thesis is to give an up-to-date overview of code smell detection tools for Android and iOS applications. The code smells found by different code smell detectors are identified, those detectors are then tested on multiple Android mobile applications. Results of the detectors are then compared. Three research questions are answered in this thesis:

RQ1:  Do these tools detect the same code smells?

RQ2:  Which tools have better usability?

RQ3:  Where are the gaps in code smell detection?

The first chapter describes code smells, gives an overview of available code smell detection tools and summarizes previous work on this topic. The second chapter gives an overview of the
research methodology describing the selection of code smell detection tools and applications for analysis. The third chapter presents the collective and individual results of the analysis and the usability of the tools is described. The fourth chapter contains discussion and recommendations. The final chapter presents the conclusions.
2. **Background and Related Work**

This chapter gives an overview of related background information. This includes the definition of code smells and refactoring, descriptions code smells described by Fowler and Beck, code smell detection tools and related work on this topic.

2.1. Code Smells

Martin Fowler and Kent Beck [4] introduced the concept of code smells in 1999, when describing the need for refactoring code. According to them, certain structures in the code often suggest the possibility of refactoring, however there is no set criteria for when it should be done. Fowler [5] describes bad smells in code as something that’s easy to spot. They don’t always indicate a problem and the code must be analysed in depth to understand, if it should be refactored [5].

Fowler also introduces the practice of refactoring [4]. According to him, refactoring is a controlled technique, where the design and internal structure of the code is changed in a way that it becomes more maintainable as it helps potentially reduce the occurrence of bugs. The changes are done so that the external behaviour of the code is not changed. Refactoring can also help with faster development of the programs. A study conducted by Forrester Consulting [9] found, that mobile-based software applications are released at least on quarterly bases, if not more often. The study concluded, that hence the development cycles for mobile domains are shorter than for regular desktop programs, mobile developers can benefit greatly from refactoring practices.

2.2. Code Smells Described by Martin Fowler and Kent Beck

The code smells analysed in this thesis are the ones introduced by Martin Fowler and Kent Beck. To help programmers understand different possibilities and ways as well as the importance of writing more maintainable code, Fowler and Beck [4] have described 22 different code smells, that most often appear in object-oriented projects. This study focuses on the maintenance related problems of software systems that are most often caused by object-oriented code smells. Android-specific code smells are however most associated with energy efficiency problems of mobile domain instead of maintenance [10]. For this reason, the code smells described by Fowler and Beck were selected as the basis for this thesis. The following are the 22 code smells summarized from Fowler and Beck [4]:
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Duplicated Code

Duplicated Code is one of the most often occurring code smells. Duplicated Code happens when the same code structure can be found in more than one place in the code. It can be in the form of the same expression in two methods of the same class or in two sibling subclasses. Code that is similar but not exactly the same or methods that do the same thing with different algorithm are also considered duplicate code [4].

Long Method

Long Methods are more difficult to understand than shorter methods. They often need to be broken into multiple smaller methods. Method can be considered long when it has too many lines of code or it contains multiple conditionals and loops [4].

Large Class

Large Classes often carry too many instance variables. They can also just contain too much code, which can lead to duplicate code and other maintainability issues. Those classes should be broken into multiple classes or subclasses, or interfaces could be extracted to stop the class from trying to do too much [4].

Long Parameter List

Parameter Lists tend to get long when they have passed everything the method needs. However, in object-oriented programs parameter lists can be much smaller when using objects, just enough can be passed for the method to get to the needed data itself. Long Parameter Lists are hard to understand and maintain as the constant change in needed data makes them inconsistent [4].

Divergent Change

Divergent Change is present when one clear point in the system cannot be pinpointed to make a needed change and when one class is changed in several ways for different reasons. It is when many unrelated methods are altered after one change to the class. Each object should be changed only as a result of one kind of alteration. Class extraction can be used to fix this problem and combine all changing aspects to a new class [4].

Shotgun Surgery

Shotgun Surgery is present when making a change, a lot of little changes need to be made in a lot of different classes. In Divergent Change one class goes through many kinds of changes, but
with Shotgun Surgery the opposite is done- one change alters many classes. Changes should be moved to a single class [4].

**Feature Envy**

Feature Envy happens, when a method uses data from other classes more than its own. For example, a method invokes too many getting methods on another object. Then that method must be moved to the other class [4].

**Data Clumps**

Data items, that appear together in multiple locations in the code, are called Data Clumps. They should be made into their own object. Clumps of multiple fields can be turned into an object and Long Parameter Lists can be slimmed down with introducing parameter object. That way the parameter lists can be shortened and method calling is simplified [4].

**Primitive Obsession**

Primitive Obsession happens, when instead of separate objects, small tasks are handled with primitives. Data values should be replaced with objects and type codes with classes. Primitives can also be extracted as a class or introduced as a parameter object [4].

**Switch Statements**

Often the same Switch Statements are present in multiple parts of the code and the problem of duplication arises. If a new clause is added to the Switch Statement, it must be changed in all other Switch Statements as well. Usually, polymorphism should be considered instead of Switch Statements to improve code organization [4].

**Parallel Inheritance Hierarchies**

This code smell is a special case of Shotgun Surgery. In this case, when a subclass of one class is made, a subclass of another class must also be made. This creates unnecessary duplication. To eliminate this smell, instances of one hierarchy must refer to the instances of the other. Then, the hierarchy in the referred class can be removed [4].

**Lazy Class**

This is a case of a class, that isn’t doing enough. It can be a class that got downsized with refactoring or a class that was added with the intent for later implementation, that never happened. Classes, that are nearly useless, can be deleted by moving their features to another class. Subclasses with few functionalities can be merged with their parent classes [4].
Speculative Generality

Speculative Generality happens, when a part of the code is written in the hopes of later implementation. This creates classes, methods, and fields that are unused, and the code is harder to maintain and understand. In this case, often the only users of a method or a class are test cases [4].

Temporary Field

Sometimes, an object has an instance variable set only in certain circumstances. This kind of code can be difficult to understand, as some variables appear to not be in use. New class can be created for the unused variables or conditional code can be eliminated by creating an alternative component [4].

Message Chains

Message Chains happens, when a series of calls take place in the form of client asking one object for another object, who then asks for another object and so on. Oftentimes this comes in the form of a line of getThis methods or as a sequence of temps. Any changes in this kind of relationships lead to changes in the client [4].

Middle Man

A Middle Man class exists only to delegate work from one class to another. The Middle Man can be removed or it can be turned into a subclass of a real object to extend behaviour [4].

Inappropriate Intimacy

One class uses the internal fields and methods of another class too much. Classes should not know about the implementations of other classes, that way they are easier to maintain. Methods and fields can be moved from one class to another to reduce this problem; classes can also be extracted to separate the commonality. Subclasses and parent classes can be separated when replacing delegation with inheritance [4].

Alternative Classes with Different Interfaces

These are classes that have the same functionalities and purpose, but different signatures. Methods, that do the same but have different names, can be renamed. Methods can be moved to move behaviour and make the signature of the classes the same. With refactoring oftentimes one of the classes can be deleted [4].
**Incomplete Library Class**

Library Classes can become unsuitable for user needs; however, they cannot be changed to cater to the functions the user needs. To change just a couple of new methods to the library class, foreign method can be introduced. For bigger changes local extension must be introduced [4].

**Data Class**

Classes, that only have fields and getting and setting methods, are called data classes. They are just containers for data and don’t have any additional functionality. Methods of the user class may be moved to the data class to give it more purpose [4].

**Refused Bequest**

Refused Bequest happens, when subclasses inherit the data of their parents, but they only need some of it and the rest goes unused. If the subclass doesn’t support the interface of the superclass, interface must be eliminated. If the inheritance is appropriate, new sibling class can be created and given all the unused methods [4].

**Comments**

Heavily commented code can be an indicator of problems in the code. Comments act as a cover for deeper issues in the code. When there is a need for comments, usually the code should be restructured or refactored to make it more intuitive [4].

2.3. Taxonomy of Code Smells

Mantyla et al. [11] have proposed categorization for those 22 code smells. The smells are divided into six groups by their similarities and relations to each other. The following are those six classes proposed by Mantyla et al. [11] shortly summarized:

**Bloaters**

Bloaters represent code, that has grown too much in size and is hard to handle and maintain. The code smells in this category are Long Method, Large Class, Primitive Obsession, Long Parameter List, and Data Clumps [11].

**Object-Orientation Abusers**

The code smells in this category represent cases where the code doesn’t fully use the potential of object-oriented design. This can be in the form of not using subclasses when needed, violating information hiding ideas or misusing inheritance design. These smells are Switch

**Change Preventers**

Change Preventers make it harder to modify the code in the long run and violate the rule that possible changes and classes should have a one-to-one relation. The code smells in this category are Divergent Change and Shotgun Surgery [11].

**Dispensables**

The code smells in this category represent code, that should be removed as it is unnecessary, unused, or not doing enough. These are Lazy Class, Data Class, Duplicate Code, and Speculative Generality code smells [11].

**Encapsulators**

Encapsulators represent problems in communication between objects and the way data is accessed. The code smells here are Message Chains and Middle Man [11].

**Couplers**

The code smells in this category are coupling related and present a problem, where coupling is high, which is against object-oriented design principles. These smells are Feature Envy and Inappropriate Intimacy [11].

2.4. Code Smell Detection Tools

Bad smells in the program’s source code can either be detected by manual or automated analysis. According to Moha et al. [12] manual detection of smells in the code is a laborious and error-prone activity, especially for larger projects. They explain that smells can exist across multiple classes or methods and searching for them based only on their description, which often leave room for interpretation, is very resource-consuming. Therefore, numerous automated smell detectors have been proposed.

Fernandes et al. [13] found in their study 84 different tools for bad smell detection, 29 of which were available online for download. Two thirds of those tools supported Java, which is the predominant development language for Android applications. Java was followed by C-languages, which are used for iOS applications programming.
Different tools can use different detection techniques for code smell detection. Perocelli et al. [14] found, that most of the automated code smell detection tools are metric-based. Those tools compute a set of code metrics of the source code, combine them into a set of rules and compare the metrics against empirically identified thresholds. A code smell is present, if the threshold is exceeded. They conclude that the results vary greatly depending on the set thresholds and metric counts.

Trees, namely Abstract Syntax Trees (AST) can also be used for code smell detection. The source code of a program is parsed into an abstract syntax tree and the nodes are then compared for code smell findings [15]. Program Dependence Graph (PDG) mapping is a similar approach as it compares statements to find code smells [15]. Textual analysis is also used for smell detection. Conceptual information is extracted from the source code by using the textual analysis techniques and is used to identify code smells [16]. Logic meta–programming is used for getting information about the source code as it helps to express structural relations, that allow the tool to detect bad smells [17]. Machine learning – based techniques [14] have also been used for code smell detection as well as token analysis [18].

2.5. Related Work

The topic of code smells has been relevant since the late 1990s and it became more well-known after the idea featured in the book *Refactoring: Improving the Design of Existing Code* by Fowler [4]. Since then there have been numerous research papers and theses that have touched upon the subject. Since the rise of mobile applications, code smells appearing in Android and iOS environments have become more relevant for developers.

Two related thesis papers were found to analyse the previous findings of code smell detection tools for the mobile domain: a Master’s thesis paper *Detecting Code Smells in Android Applications* by Lim [19] and a Master’s thesis paper *Code Smells in the Mobile Applications Domain* by Verloop [6].

Lim’s study [19] is a 2017 research on the detection performance of existing code smell detection tools, that were not designed with Android in mind. Lim used existing smell detectors on Android apps to explore their detection performance. The empirical study aimed to investigate how well the existing smell detectors perform on Android applications and explored if the smells detected by different detectors vary. Lim considered 9 different Java smell detectors: Checkstyle, DECOR, inFusion, iPlasma, JDeodorant, PMD, Stench Blossom, TACO, JSpIRIT. From those tools, 4 were chosen and tested: DECOR, JDeodorant, TACO,
JSpIRIT. It was found that the detectors performed relatively poor in terms of what percentage of found smells were actual code smells and how many true smells were found. The best result was received with the DECOR tool. Furthermore, different tools detected different smells.

Verloop’s study [6] in 2013 investigated, how mobile software developers can limit the number of code smells in their applications. One of the research questions was aimed to find out, which tools can be used to find code smells in mobile apps and what is the quality of those tools. To find code smells in Android projects, a selection of code smell detection tools was assessed. At the time of the research, not many detectors were accessible. The following tools were available: JDeodorant, Lint, Checkstyle, PMD, UCDetector, iPlasma, DECOR, Stench Blossom. From this selection, only 4 tools were selected for further analysis: JDeodorant, Checkstyle, PMD, UCDetector. Other tools were dropped as they weren’t freely available, compatible with newer versions of Eclipse that is required for Android, or they didn’t find any actual code smells.

Reimann et al. [20] constructed a smell catalogue of 13 Android-specific code smells. The catalogue offered rules and definitions of the smells. Another study conducted by Almalki [21] focused on studying the tools made specifically for detecting Android-specific code smells. Only two tools were found, that could identify a limited number of Android code smells. One of those tools was aDoctor, which uses the Abstract Syntax Tree of the application’s source code and applies the rules proposed by Reimann et al. The second tool was Paprika, which was able to detect 4 Android-specific code smells from the Reimann et al.’s smell catalogue, in addition to multiple Object Oriented code smells.

As these studies were conducted several years ago, it is expected that some of these findings are not applicable anymore today with the rapid change of the mobile domain. Some mentioned and analysed tools may not be accessible anymore and some may have changed drastically. It is also possible, that some new detectors have been introduced in the form of an academic project or an independent commercial product. There does not exist an up-to-date overview of current code smell detection tools. The aim of this thesis is to give a recent overview of the available technologies for code smell detection and compare the findings with previous work to analyse, what has changed and what are the latest options to achieve well maintained code in the mobile domain.
3. Research Methodology

This chapter gives an overview of the methodology used in the research. Selection of code smell detection tools and applications for the analysis is described.

3.1. Code Smell Detectors for Android Applications

To carry out the experimental part of this thesis, a search for code smell detection tools was performed. For Android application analysis, the tools needed to support mainly Java programming language. Tools for iOS application code smell detection were found, but only an overview of them is given. As Mac OS is required for compiling iOS applications, no further testing of those tools could be carried out.

The search was based on Lim’s and Verloop’s thesis papers [6, 19]. In addition to the code smell detection tools mentioned in those papers, additional search on the Internet was performed. The search was performed on Google with the keywords:

- Detect code smells
- Code smell detector/detectors
- Java smell detector
- Code smell detection tools for Android
- Static code analysis tool

This search showed results for different tools found from numerous sources: previous research projects, forums, blog posts, websites for related commercial products, articles. Every suggested tool, that supported Java and was said to be related to this topic or the search keywords, was written down as a potential result. This search also found detectors used in the two aforementioned thesis papers [6, 19]. Total of 31 potential code smell detection tools for Java that could potentially be run on Android applications were found and are presented in Table 1.
Table 1. Code smell detection tools found for Android applications.

<table>
<thead>
<tr>
<th>Tool</th>
<th>Supported Languages</th>
<th>Found Code Smells</th>
<th>Plug-in/ Standalone Tool</th>
<th>Was It Selected for Analysis?</th>
</tr>
</thead>
<tbody>
<tr>
<td>JDeodorant [22]</td>
<td>Java</td>
<td>Feature Envy, Type/State Checking, Long Method, God Class and Duplicated Code.</td>
<td>Eclipse plug-in</td>
<td>Yes</td>
</tr>
<tr>
<td>InFusion [23]</td>
<td>Java, C, C++</td>
<td>Duplicated code, Feature Envy, God Class, etc.</td>
<td>Standalone</td>
<td>No (not accessible)</td>
</tr>
<tr>
<td>PMD [24]</td>
<td>Java and 7 other</td>
<td>Duplicated code, Large class, Long Method, Long Parameter List etc.</td>
<td>Standalone</td>
<td>Yes</td>
</tr>
<tr>
<td>JSpIRIT [25]</td>
<td>Java</td>
<td>Brain Class, Brain Method, Data Class, Disperse Coupling, Feature Envy and 5 other</td>
<td>Eclipse plug-in</td>
<td>No (not runnable)</td>
</tr>
<tr>
<td>Stench Blossom [26]</td>
<td>Java</td>
<td>Feature Envy, Data Clumps, Long Method, Instanceof, Large Class, Message Chains, Switch Statements and Typecast</td>
<td>Eclipse plug-in</td>
<td>No (Eclipse versions since 3.4 are not supported)</td>
</tr>
<tr>
<td>iPlasma [27]</td>
<td>Java, C++</td>
<td>Large Class, Feature Envy, Duplicated Code</td>
<td>Standalone Tool</td>
<td>No (not accessible)</td>
</tr>
<tr>
<td>Décor [28]</td>
<td>Java</td>
<td>Long Method, No Parameter, No Inheritance, No Polymorphism, Procedural Name, Use Global Variable</td>
<td>Psidej plug-in (part of a tool suite)</td>
<td>No (not accessible)</td>
</tr>
<tr>
<td>aDoctor [29]</td>
<td>Java</td>
<td>15 Android specific design flaws</td>
<td>Standalone Tool</td>
<td>No (no object-oriented code smells found)</td>
</tr>
<tr>
<td>Paprika [30]</td>
<td>Java</td>
<td>Blob Class, Swiss Army Knife, Long Method, Complex Class and 13 Android specific code smells</td>
<td>Standalone Tool</td>
<td>No (not working correctly since Java 9)</td>
</tr>
<tr>
<td>DesigniteJava [31]</td>
<td>Java</td>
<td>Detects 17 design smells and 10 implementation smells</td>
<td>Standalone Tool</td>
<td>Yes</td>
</tr>
<tr>
<td>Clone Digger [33]</td>
<td>Java, Python</td>
<td>Duplicated Code</td>
<td>Standalone Tool</td>
<td>No (not accessible)</td>
</tr>
<tr>
<td>TrueRefactor [34]</td>
<td>Java</td>
<td>Lazy Class, Long Method, Temporary Field, Large Class, Shotgun Surgery</td>
<td>Standalone Tool</td>
<td>No (not accessible)</td>
</tr>
<tr>
<td>SYMake [35]</td>
<td>Java, C</td>
<td>Cyclic Dependency, Duplicated Prerequisites, Loop of Reversive Variables, Rule Inclusion etc.</td>
<td>Standalone Tool</td>
<td>No (not accessible)</td>
</tr>
<tr>
<td>NiCad [36]</td>
<td>Java, C, C#, etc.</td>
<td>Duplicated code</td>
<td>Standalone Tool</td>
<td>No (finds only duplicated code)</td>
</tr>
<tr>
<td>jCosmo [37]</td>
<td>Java</td>
<td>InstanceOf, Switch Statement typecast</td>
<td>Standalone Tool</td>
<td>No (not runnable)</td>
</tr>
<tr>
<td>Java Clone Detector [38]</td>
<td>Java</td>
<td>Duplicated Code</td>
<td>Standalone Tool</td>
<td>No (finds only duplicate code)</td>
</tr>
<tr>
<td>Tool</td>
<td>Languages supported</td>
<td>Detected code smells</td>
<td>Type</td>
<td>Accessibility</td>
</tr>
<tr>
<td>-----------------------</td>
<td>---------------------</td>
<td>---------------------------------------------------------------------------------------</td>
<td>-------------------------------------</td>
<td>---------------</td>
</tr>
<tr>
<td>DECKARD [39]</td>
<td>Java</td>
<td>Duplicated Code</td>
<td>Standalone Tool</td>
<td>No (finds only duplicate code)</td>
</tr>
<tr>
<td>ConcernReCS [40]</td>
<td>Java</td>
<td>Primitive Concern Constant, Static Concern Constant, Attribute of a non-Dedicated Type, Divergent Join Point, Element out of Inheritance Tree</td>
<td>Eclipse plug-in</td>
<td>No (not accessible)</td>
</tr>
<tr>
<td>Code Bad Smell Detector [41]</td>
<td>Java</td>
<td>Data Clumps, Switch Statements, Speculative Generality, Message Chains, Middle Man</td>
<td>Eclipse plug-in</td>
<td>No (not accessible)</td>
</tr>
<tr>
<td>JDepend [42]</td>
<td>Java</td>
<td>Design Quality Metrics</td>
<td>Standalone Tool</td>
<td>No (finds only design quality metrics)</td>
</tr>
<tr>
<td>Lint [43]</td>
<td>Java</td>
<td>Missing and unused translations, layout performance problems, unused resources, inconsistent array sizes, accessibility and internationalization problems, icon and usability problems, manifest errors</td>
<td>Eclipse plug-in and Standalone Tool</td>
<td>No (doesn't find object-oriented code smells)</td>
</tr>
<tr>
<td>Kritika [46]</td>
<td>Java, C, C++ and 10 more</td>
<td>Duplicated code, Large class, Long Method, Long Parameter List etc.</td>
<td>Standalone Tool</td>
<td>Yes</td>
</tr>
<tr>
<td>SourceMeter [47]</td>
<td>Java, C, C++ and 3 more</td>
<td>Duplicated code, Large class, Long Method, Long Parameter List etc.</td>
<td>Standalone Tool and SonarQube plug-in</td>
<td>No (not runnable)</td>
</tr>
<tr>
<td>JArchitectt [48]</td>
<td>Java</td>
<td>Long Method, Large Class, Long Parameter List etc.</td>
<td>Standalone Tool</td>
<td>Yes</td>
</tr>
<tr>
<td>Quilice [49]</td>
<td>Java</td>
<td>Combines PMD, CheckStyle and FindBugs results</td>
<td>Standalone Tool</td>
<td>No (not runnable)</td>
</tr>
<tr>
<td>PVS-Studio [50]</td>
<td>Java, C, C++, C#</td>
<td>Finds bugs and security weaknesses</td>
<td>Standalone Tool, plug-in for multiple programs</td>
<td>No (no object-oriented code smells found)</td>
</tr>
<tr>
<td>Detekt [52]</td>
<td>Kotlin</td>
<td>Large Class, Long Method, Long Parameter List, Complex Method etc.</td>
<td>IntelliJ, SonarQube plug-in</td>
<td>No (not runnable)</td>
</tr>
</tbody>
</table>
3.2. Code Smell Detectors for iOS Applications

In addition to code smell detection tools for Android applications, available code smell detectors for iOS applications were found. The search was performed on Google similarly to the search for Android detectors and in addition to the keywords used in the previous search, these keywords were used:

- code smell detection tools iOS
- code smell detection tools swift
- code smell detection tools objective-c

The results for the search are presented in Table 2.

Table 2. Code smell detection tools found for iOS applications.

<table>
<thead>
<tr>
<th>Tool</th>
<th>Supported Languages</th>
<th>Found Code Smells</th>
<th>Plug-in/ Standalone Tool</th>
</tr>
</thead>
<tbody>
<tr>
<td>Codebeat [55]</td>
<td>Swift, Objective-C etc.</td>
<td>Long Parameter List, Long Method, Cyclomatic Complexity etc.</td>
<td>Standalone Tool</td>
</tr>
<tr>
<td>SwiftFormat [56]</td>
<td>Swift</td>
<td>Reformats Swift code, removes deviations from the standard Swift</td>
<td>Standalone Tool, XCode Extension</td>
</tr>
</tbody>
</table>
3.3. Applications Selected for Analysis

In order to carry out the analysis of the selected code smell detection tools, Android applications were selected to test the detectors. The criteria for the app selections was, that the apps needed to be open source. The source code needed to be freely accessible to be able to run the code smell detectors. The selected apps needed to be of different sizes to allow comparison for the analysis. However, no considerably large projects were selected, as the analysis would have been too extensive. In addition, it was important that all the apps selected were different from each other in their description in order to ensure the code that was analysed was diverse. The Android applications were selected from the F-Droid [57] platform, which is a repository for free and open source software for the Android platform. This repository was selected, as it has a wide range of open source applications, and it was also used in previous research projects [6, 19]. Lines of code for the applications were calculated using the CLOC tool [58]. It was important, that the apps had relatively fresh updates, as they had to be runnable. 10 applications were selected from the F-Droid repository to be used in this thesis and they are described in Table 3.

Table 3. Applications selected for analysis

<table>
<thead>
<tr>
<th>Application Name</th>
<th>Description</th>
<th>Line Count</th>
<th>Google Play Installs</th>
</tr>
</thead>
<tbody>
<tr>
<td>Notepad</td>
<td>Note taking app</td>
<td>3043</td>
<td>100 000+</td>
</tr>
<tr>
<td>Solitaire</td>
<td>Klondike Solitaire game</td>
<td>4129</td>
<td>500+</td>
</tr>
<tr>
<td>Goodtime</td>
<td>Productivity timer</td>
<td>8325</td>
<td>100 000+</td>
</tr>
<tr>
<td>AnkiDroid</td>
<td>A flashcard-based study aid</td>
<td>51300</td>
<td>5 000 000+</td>
</tr>
<tr>
<td>Alarmio</td>
<td>Alarm clock</td>
<td>4651</td>
<td>10+</td>
</tr>
<tr>
<td>Authorizer</td>
<td>Password manager</td>
<td>30837</td>
<td>N/A</td>
</tr>
<tr>
<td>LaunchTime</td>
<td>Alternative homescreen/ launcher</td>
<td>18007</td>
<td>500+</td>
</tr>
<tr>
<td>Missed Notifications</td>
<td>Reminder for missed notifications</td>
<td>8580</td>
<td>50 000+</td>
</tr>
<tr>
<td>Open Note Scanner</td>
<td>Scanner for handwritten notes/ documents</td>
<td>2786</td>
<td>10 000+</td>
</tr>
<tr>
<td>PDF Converter</td>
<td>Images to PDF converter</td>
<td>13964</td>
<td>10 000+</td>
</tr>
</tbody>
</table>
4. Results and Analysis

This section presents the results of the experimental part of the thesis. Results for every code smell detector are summarized and their usability is evaluated. In addition, the collective results are given.

4.1. Chosen Code Smell Detectors

Out of the 31 tools found, 8 detectors were chosen for further analysis. Other detectors were not accessible, not correctly runnable on newer versions of needed programs, or did not find any actual code smells. The selected tools were: JDeodorant, PMD, DesigniteJava, CheckStyle, Kritika, Embold, SonarQube, JArchitect.

**JDeodorant**

JDeodorant [22] is an Eclipse plug-in, that finds code smells in Java code. The tool detects five code smells: Feature Envy, Type Checking, Long Method, God Class, and Duplicated Code. A third-party plug-in called IntelliJJDeodorant for IntelliJ IDEA [58] was used in this study, as the original Eclipse plug-in was not fully functional due to needing older Eclipse IDEs to work, but the analysed applications were built for newer environments. IntelliJJDeodorant was based on tsantalis/JDeodorant, the original Eclipse plug-in. IntelliJJDeodorant version 2019.3-1.1 was used in this study. To analyze a project, the project needed to be loaded to IntelliJ IDEA and then the JDeodorant tool could be run on the project. JDeodorant doesn’t calculate metrics and use threshold values to identify code smells, instead it finds the code smells by searching for the refactoring needs in the code. Long Method code smell is found by looking for opportunities to perform Extract Method refactoring, Large Class code smell is found by looking for Extract Class refactorings, and Feature Envy is present, when Move Method refactoring could be done.

**PMD**

PMD [24] is a static source code analyzer that finds common programming flaws. It supports Java and 7 other programming languages. PMD offers built-in checks for the code as well as the feature to write and customize the rules for the code check. PMD finds code smells like Long Method, Large Class, Long Parameter List, Data Class, Short Identifiers, Long Identifiers, Empty Catch Clause, and numerous other metrics. PMD also includes CPD, the copy-paste detector, for duplicated code detection. PMD version 6.19.0 was used in this study. To find code smells PMD calculates metrics and compares the values to set thresholds. If the threshold is crossed, a violation is marked.
**DesigniteJava**

DesigniteJava [31] is a code quality assessment tool, that detects different design and implementation smells including Long Method, Large Class, Long Parameter List, and Feature Envy. It finds main object-oriented code metrics in Java code. The Designite tool is also available for C#. DesigniteJava tool is runnable from command line and its output is created as a new file. DesigniteJava Enterprise version 1.1.2 with academic license was used in this study. DesigniteJava has set threshold values for all class-level and method-level metrics. If the threshold is crossed, a violation is marked.

**CheckStyle**

CheckStyle [32] is a development tool for Java, that automates the process of checking the code and ensures that coding standards are met. It finds class and method design problems and formatting issues, including code smells like Long Method, Large Class, Long Parameter List. It is runnable from command line and additionally plug-ins written by third-parties are supported. CheckStyle version 8.29 in the form of an IntelliJ plug-in [60] was used in this study. CheckStyle finds code smells by calculating different metrics and comparing those with set threshold values. If the threshold is crossed, a violation is marked.

**Kritika**

Kritika [46] is an online tool, that detects code smells, errors and best practises violations using different other static code analysis tools and custom proprietary rules. It supports Java and 12 additional programming languages. Kritika uses incremental approach to code analysis and allows rules to be configurable. To run an analysis on Kritika, the code must be imported from a public GitHub repository. Kritika version 07.2017 was used in this study. As Kritika uses PMD for code smell detection, the detection technique is the same as described for PMD and the smells found by Kritika are the same as for PMD.

**Embold**

Embold [51] is an online static code analysis tool, that finds design and code issues and assesses code quality while also recommending solutions. It supports Java and 13 other programming languages. In addition to proprietary analyzer, Embold implements PMD and SpotBugs tools. Embold analyses code’s structural design, finds common code metrics, identifies duplicate code, and implements unique code rules to find code smells like Duplicated Code, Long Method, Large Class, Long Parameter List, Shotgun Surgery, Feature Envy, Message Chains, and Data Class. Code can be imported through Git and SVN or from connected GitHub or
BitBucket account. Embold version 1.7.9 was used in this study. It is not specified, what detection technique Embold uses for code smell findings.

**SonarQube**

SonarQube [45] is an online automated tool for static code analysis. It supports Java and 26 other programming languages. SonarQube detects bugs, vulnerabilities, and code smells such as Duplicated Code, Long Method, Large Class, Long Parameter List, Lazy Class, Speculative Generality. To analyze a project, a scanner must be installed and configured. SonarQube Community Edition version 8.1.0 was used in this study. SonarQube calculates metrics and compares them to the set threshold values. If the threshold is crossed, a violation is marked.

**JArchitect**

JArchitect [48] is a tool for analyzing Java code base, that offers a wide range of different features. It allows to analyze code structure, specify code design rules and manage changes. JArchitect supports Code Query over LINQ, that allows to write custom rules and query code in order to detect flaws like structure problems and complex implementations. It finds numerous code metrics and estimates technical debt. Code smells like Long Method, Large Class, Long Parameter List etc. can be found with JArchitect. A project can be uploaded to JArchitect directly from the source code or from different IDE projects. JArchitect version v2019.2 was used in this study. JArchitect calculates metrics and compares them to set threshold values. If the threshold is crossed, a violation is marked.

4.2. Collective Results

The types of code smells the chosen code smell detection tools promised to find and did find were searched and analysed. As only the code smells described by Fowler and Beck will be found in this thesis, those were the smells searched. Detectors and the Fowler et al. described code smells they find are described in Table 4. These 8 chosen detectors collectively promised to detect 10 different code smells. All these detectors can detect Long Method and Large Class code smells, all but two can also detect Long Parameter List code smell. Four of them can find Duplicated Code and three search for Feature Envy. Other smells are only found by one or two detectors. Most of the found smells are Bloaters or Dispensables, which means the tools find too large or unnecessary code. One detected smell belongs in the Change Preventers category, one in Encapsulators, and one represents also the Couplers group. No Object-Oriented Abusers category code smells are found by the selected tools, so the issues related to object-oriented design go unnoticed by these detectors.
Table 4. Overview of code smells found by selected detectors

<table>
<thead>
<tr>
<th>Tool/Code Smells</th>
<th>JDeodorant</th>
<th>PMD</th>
<th>Designite Java</th>
<th>CheckStyle</th>
<th>Kritika</th>
<th>Embold</th>
<th>SonarQube</th>
<th>JArchitecht</th>
</tr>
</thead>
<tbody>
<tr>
<td>Duplicated Code</td>
<td>X</td>
<td></td>
<td></td>
<td></td>
<td>X</td>
<td>X</td>
<td>X</td>
<td></td>
</tr>
<tr>
<td>Long Method</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
</tr>
<tr>
<td>Large Class</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
</tr>
<tr>
<td>Long Parameter List</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td></td>
</tr>
<tr>
<td>Shotgun Surgery</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>X</td>
</tr>
<tr>
<td>Feature Envy</td>
<td>X</td>
<td>X</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Lazy Class</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>X</td>
</tr>
<tr>
<td>Speculative Generality</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>X</td>
</tr>
<tr>
<td>Message Chains</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>X</td>
</tr>
<tr>
<td>Data Class</td>
<td>X</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>X</td>
</tr>
</tbody>
</table>

The chosen code smell detectors were tested on the Android applications to analyse their usability and usefulness in finding code smells. It was expected, that the detectors, that find the same code smells, give the same results. However, differences can occur from different definitions for code smells as the rules to find them may have been implemented differently for different detectors. The threshold values can also differ for some code smells in different detectors. Every code smell detector was tested on the chosen applications. For tools that offered customization, rulesets with only Fowler et al. code smells were applied, therefore, only Fowler et al. code smells are presented and analysed in the results. For tools, that didn’t offer customizable configurations, Fowler et al. code smells are found from the results, presented and analysed. A collective table with each of the tools’ result is found in the Appendix I. It was marked, how many different code smells each tool found for every tested application. If a tool was expected to find some type of code smell, but it did not for some application, then the results are marked with a “0”. If the tool was not expected to find some type of code smell, then that cell of a table is left empty.
4.3. Individual Results

Individual results are presented here for every detector to analyse their performance, did they meet the expectations and where were the threats to validity.

4.3.1. PMD

PMD allows customized rulesets for code smell findings. A customized ruleset was applied to find the code smells described by Fowler and Beck: DataClass rule for Data Class code smell, ExcessiveMethodLength rule with a threshold of 100 lines of code for Long Method code smell, ExcessiveParameterList rule with a threshold of 10 parameters for Long Parameter List code smell, ExcessiveClassLength rule with a threshold of 1000 lines of code and TooManyMethods rule with a threshold of 10 methods for Large Class code smell, as according to Fowler’s definition the Large Class code smell can pose a problem if they carry too many instance variables or have too many lines of code. The threshold values were the default values for PMD and were not changed.

The tool was able to identify all the expected code smells on different applications with the correct thresholds. The results were presented in the output text file, that was automatically created after the command line command was run. The results contain complete paths to the faulty class and the line number, where the code smell exists. For ExcessiveClassLength rule the line number presented is the line, that contains the class name declaration and for TooManyMethods rule it’s the line, that contains the curly opening bracket of the class. This sometimes created difference between different tools’ results in regards to the line numbers, when in reality the code smells and classes they were referencing were the same. As the Large Class, Long Method, and Long Parameter List code smells identification depends on the minimum value set as the threshold, the results can vary from tool to tool.

CPD, the copy-paste detector used the Karp-Rabin string matching algorithm for clone detection, that compared the string’s hash values. The default token length for duplication was 100. The results were faulty at times. Test classes were also included in the check, so PMD and CPD checked all the code presented. For Missed Notification Reminder application, the CPD presented a duplication, that was with a test class. That should not be counted as a duplication, as it is not present in the logic of the source code and is not run in the production. For Notepad application, one of the found duplication blocks was partially incorrect. CPD presented the duplication starting from line 34 for the class SaveButtonDialogFragment.java and the class BackButtonDialogFragment.java, however the lines no. 34 were different in these classes. Due to not just comparing the strings for the duplicate findings, CPD can miss quite long clone code
blocks, that other tools have found and pointed out and that could possibly benefit from refactoring.

4.3.2. DesigniteJava

DesigniteJava doesn’t allow customizable rulesets. It found different architecture, design and implementation smells in addition to object-oriented code metrics. The tool was expected to find Feature Envy code smell, Long Method code smell with the threshold of 100 lines of code, Long Parameter List code smell with the threshold of 5 parameters, Insufficient Modularization as Large Class code smell with the threshold of 30 methods from which 20 are public and 100 as the Weighted Methods per Class threshold. The threshold values were the default values for DesigniteJava and were not changed.

Upon running the command from command line, a new folder was created to the output path with Excel files of the results. As there was no grouping option, the file had to be searched with keywords in order to find specific code smells. The Excel file had to be modified by the user for the correct formatting. The tool was able to identify all the expected code smells on different applications with the correct thresholds. Feature Envy and Insufficient Modularization code smells was classified under Design Smells and Long Method and Long Parameter List code smells were under Implementation Smells.

DesigniteJava didn’t find some Long Method code smells, that other tools did with the same threshold. For example, the Notepad application has methods onActivityCreated and onOptionsItemSelected in NoteEditFragment class, that have 114 and 138 lines of code respectively. As the threshold for the Long Method code smell in DesigniteJava is 100, then those methods should have been represented in the results. The reason could be that DesigniteJava counts the effective lines of code (ELOC) instead of all lines of code, that was expected. The ELOC counts were under 100 for both of those methods. Feature Envy code smell was found by checking, which methods reached into other classes data. When for example Embold seemed to have a threshold for how many method usages from other classes was considered a code smell, then DesigniteJava checked, how much logic was used from other classes and how much was from the method’s own class. DesigniteJava check included test classes as well.

4.3.3. CheckStyle

CheckStyle allows customizable rulesets for code smell findings. A customizable ruleset was created and applied for code smell detection. Custom ruleset included MethodLength module with a threshold of 150 lines of code to find Long Method code smell, ParameterLength module
with a threshold of 7 parameters to find Long Parameter List code smell and JavaNCSS module with a threshold of 1500 non-commenting lines to find Large Class code smell. CheckStyle does not have a module that corresponds exactly to the Large Class code smell; JavaNCSS module was used for this as its rule description says it finds classes that are too large and need breaking into smaller units, which fits the idea of a Large Class code smell. JavaNCSS module summarizes two metrics: non-commentary lines of a class including its nesting classes and the member variable declarations. JavaNCSS module also detected methods, that had too high complexity. This module’s results were also counted as Long Method code smell with the threshold of 50 non-commenting lines. The threshold values were default values for CheckStyle and were not changed.

IntelliJ plug-in for CheckStyle was used for code smell detection. Customized ruleset was uploaded to IntelliJ IDEA and the scan was run. The results were presented in IntelliJ IDEA in the CheckStyle toolbar. Results report showed the total number of found code smells, the total number of files the code smells were found in, and code smells grouped by classes, where the code smell description and the rule violation was shown. Line number, where the code smell exists, was also shown in the results and when the code smell was clicked, it showed the rule violation in the code.

CheckStyle in majority of cases didn’t find Large Class code smell due to the threshold for it being too high. Most classes had the NCSS count around 50, when the threshold was 1500. The threshold for MethodLength being 150 lines of code was also higher than most other tools’, which caused CheckStyle to not report many Long Method code smells, that other tools with lower thresholds had found. However, the NCSS rule applied also found more complex methods, so this rule often found methods that could benefit from refactoring, but their length in lines was below 150 and so were not found by MethodLength rule. As the high complexity and long length of a method often are in close association, both rules many a times reported the same method. Long Parameter List code smell was found correctly. CheckStyle doesn’t check files that are marked as test sources root classes, so it does not find code smells in test classes. Classes, that were inside a folder named “test”, but weren’t classified as test folder in IntelliJ, were still checked.

4.3.4. Kritika

Kritika allowed customized ruleset creation. It implemented different well-known static code analysis tools including PMD. It was possible to pick rules from different rule profiles and the same PMD rules were applied: DataClass rule for Data Class code smell,
ExcessiveMethodLength rule with a threshold of 100 lines of code for Long Method code smell, ExcessiveParameterList rule with a threshold of 10 parameters for Long Parameter List code smell, ExcessiveClassLength rule with a threshold of 1000 lines of code and TooManyMethods rule with a threshold of 10 methods for Large Class code smell. When for PDM the threshold values were changeable, they were not for Kritika; Kritika used the default threshold values for PMD. Kritika promised to find duplications using abstract syntax trees, so CPD, that was the clone code detector for PMD, was not used here. The threshold value for duplications had to be set by the user. Minimum value of 100 lines of code was used, as the same value

The analysed code was uploaded to Kritika from GitHub repositories. Then the scan was run on the code and the results were presented. The complete path to the code smell was presented in the results and line numbers for the code smells were show following the same logic as PMD. When the code smell was clicked, it showed the code smell’s exact location in the code. Kritika found all the same code smells as PMD, which was to be expected. No duplications were found for any of the analysed applications, when in reality, multiple blocks of duplications were present in different applications.

4.3.5. Embold

Embold didn’t allow customizable rulesets. It found different metrics, numerous code smells called “Anti-patterns” and duplications in addition to numerous other features. The tool was expected to find Duplicated Code code smell, God Class and Fat Interface anti-patterns that according to their descriptions can be counted as Large Class code smell, Brain Method anti-pattern that can be counted as Long Method code smell, Feature Envy code smell, Shotgun Surgery code smell, and Message Chain code smell. The threshold values for the code smells were not specified, so it is not known, what threshold values Embold uses for its code inspection. Embold also has Code Issues feature, that uses other existing static code analysis tools including PMD. It was expected that code smells found by PMD were also found by Embold with the default thresholds, as the rulesets and thresholds for PMD were not customizable in Embold.

The code had to be uploaded to Embold from public Git repository. Then the scan was run on the code. Results were presented under the Design Issues tab: complete path of the code smell was shown and when the code smell was clicked, the exact location of the code smell was shown in the code. Code Issues were presented under the Code Issues tab.

In addition to finding large classes, Fat Interface anti-pattern also found large interfaces, no other tool did that. Brain Method anti-pattern in a lot of cases didn’t find the Long Method code
smells, that other tools found. Reason for that is that Brain Method anti-pattern calculated method complexity, executed lines of code, maximum nesting depth and number of accessed variables (NOAV) and made the decision based on those four metrics, while the majority of other tools only calculated the number of lines of code. For this reason, even if the method was long in terms of lines of code but it wasn’t complex enough to be considered a Brain Method, Embold didn’t classify it as one. For Feature Envy findings, Embold seemed to have a threshold for how many other class’s methods a method could use before it was considered a code smell. Methods that accessed 5 or more methods from other classes were considered as Feature Envy code smell, however this threshold was not specified anywhere by Embold. Some Feature Envy code smells were present in the results, but no relations to other classes were shown in the anti-pattern visualization. For example, _prepareFiles method in Anki2Importer.java class in AnkiAndroid application was shown to have Feature Envy code smell, but on further inspection no relations to other classes were presented in the visualization. It’s unclear, why the code smell was found, if no relations to other classes are shown. Embold was the only one out of the tested code smell detectors, that found Shotgun Surgery and Message chain code smells. Shotgun Surgery was by calculating the dependency count and number of constructor methods (NOCM). The thresholds for those metrics are not specified by Embold. Message Chain detects long sequences of outgoing methods or function calls and presents the chain size. The threshold size for Message Chain code smell is also not specified.

Embold was expected to find code smells according to PMD rules too, as PMD was one of the implemented code smell detection tools Embold uses to find code issues. However, no PMD results for the code smells used in this thesis were found for any of the applications tested.

4.3.6. JArchitect

JArchitect offered customizable code smell findings. JArchitect uses Code Query over LINQ. The queries are changeable and new queries can be added. Project Rules have different code quality and metrics related query sets, including Quality Gates, Code Smell, Architect, and Design. If the query has results relating to potential problem in the code, a warning is presented. The tool had Code Queries “Avoid types too big” and “Avoid types with too many methods”, that found Large Class code smell with default thresholds of 200 lines of code and 20 methods respectively. Code Query “Avoid methods too big, too complex” found Long Method code smell. The query was modified and only the method length check was applied, as the complexity of the method is not counted as a part of a Long Method code smell. The default threshold for that query was 35 lines of code. Code Query “Avoid methods with too many
parameters” was expected to find Long Parameter List code smell with the default threshold of 7 parameters.

The source folder was uploaded to the system and analysis was run. The Code Query “Avoid methods too big, too complex” was then modified. The results were presented in the tool’s dashboard, but the report was also downloadable. Full path to the code smell was presented in the results and when the path was clicked, the exact location of the smell was shown in the source code.

JArchitect found all expected code smells with the correct thresholds. Differences from other tools’ results occurred due to slightly different threshold values: Long Method code smell was found with the threshold of 35 lines of code, when other tools’ had values such as 100 or 150 lines of code. This caused JArchitect to present more Long Method code smells than other tools with higher threshold values. Large Class code smell threshold being 20 methods was however higher than some other tools’ threshold. This resulted in JArchitect not reporting some classes, that other tools had considered to be a Large Class code smell. Large Parameter List was found correctly.

4.3.7. SonarQube

SonarQube doesn’t offer customizable rulesets, but it is possible to customize the rules themselves and change the threshold values. It detects different code vulnerabilities like bugs and code smells. Code smells were described in the form of statements. SonarQube was expected to find Duplicate Code smell with the statements “Methods should not have identical implementations” and “Source files should not have any duplicated blocks”, Long Method smell with the statement “Methods should not have too many lines” with the threshold value of 75 lines, Large Class smell with the statements “Classes should not have too many methods” with the threshold value of 35 methods and “Classes should not have too many fields” with the threshold value of 20 fields, Long Parameter List smell with the statement “Methods should not have too many parameters” with the threshold value of 7 parameters, Lazy Class smell with the statement “Classes should not be empty” and Speculative Generality smell with the statements “Methods should not be empty”, “Sections of code should not be commented out”, “Unused method parameters should be removed” and “Unused local variables should be removed”.

SonarQube server had to be started on the computer, where the analysis was carried out. All the analysed applications used Gradle as their build technology. To run the analysis with Gradle, org.sonarqube plugin had to be declared in the applications build.gradle file. Then the analysis was executed from the command line. Analyzed projects were shown in the SonarQube server.
The results were presented under the project’s Code Smells page. A smell was presented and when clicked, the exact location of the smell was shown in the code, no full path to the code smell was shown.

SonarQube was able to find duplicated lines, duplicated blocks and duplicated files. It didn’t find any Long Method code smells for any of the analysed applications, even though it should have, as the threshold for this code smell was lower than some other tools’ that found this code smell in the applications. The description of the rule “Methods should not have too many lines” states that the threshold value of 75 applies for maximum authorized lines in a method. This could mean, that the rule disregards the empty, commented or non-logic containing lines of the method. SonarQube also didn’t find any Large Class code smell, this could be caused by the fact that the threshold values for those rules were higher, than the other tools’ and so no instances of classes that had more than 35 methods or 20 fields were present in the analysed applications. Long Parameter List code smell was found correctly. SonarQube was only tool from the tested detectors, that found Lazy Class and Speculative Generality code smells. It was able to find empty classes, that’s considered to be Lazy Class code smell. Unused method parameters, unused local variables, empty methods and sections of code that were commented out were found by SonarQube, that can be counted as Speculative Generality.

4.3.8. JDeodorant

JDeodorant didn’t offer customizable rulesets. It detected design problems and offered refactoring opportunities. JDeodorant was expected to find Long Method, God Class, that will be counted as a Large Class code smell, and Feature Envy code smells. JDeodorant didn’t calculate metrics and use threshold values to identify code smells like other tools, instead it found the code smells by searching for the refactoring needs in the code. Long Method code smell was found by looking for opportunities to perform Extract Method refactoring, Large Class code smell was found by looking for Extract Class refactoring and Feature Envy was present, when Move Method refactoring could be done.

The code was imported to IntelliJ integrated development environment. The analysis could then be run on the project. The results were presented in the JDeodorant plug-in view. Full path of the code smell was presented in the results and when the code smell was clicked, the exact location of the smell was shown in the code.

Since JDeodorant didn’t find code smells by calculating metrics, the results differentiated on occasion greatly from other tools’ results. More Long Method and Large Class instances were found for numerous applications than what other tools had found. The Large Class and Long
Method code smell instances that were found by other tools, were also found by JDeodorant on most cases. This means, that majority of Long Method and Large Class code smell occurrences that were found by calculating metrics and comparing them to threshold values, could benefit from extraction refactoring.

4.4. Usability

One of the goals of this thesis was to evaluate the usability of the tested code smell detection tools. By installing and using the tools for code smell detection, observations were made in regards to their usefulness, complexity and the features they offer. Criteria proposed by Fernandes et al. [61] were used in this section to evaluate the tools’ usability. Table 5 was created according to that criteria.

Table 5. Usability features of the tools

<table>
<thead>
<tr>
<th>Feature</th>
<th>PMD</th>
<th>DesigniteJava</th>
<th>CheckStyle</th>
<th>Kritika</th>
<th>Embold</th>
<th>JArchitect</th>
<th>SonarQube</th>
<th>JDeodorant</th>
</tr>
</thead>
<tbody>
<tr>
<td>Result Export</td>
<td>X</td>
<td>X</td>
<td></td>
<td></td>
<td>X</td>
<td>X</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Highlight Smell Occurrences</td>
<td></td>
<td></td>
<td></td>
<td>X</td>
<td>X</td>
<td>X</td>
<td></td>
<td>X</td>
</tr>
<tr>
<td>Allow Detection Settings</td>
<td>X</td>
<td></td>
<td></td>
<td>X</td>
<td>X</td>
<td>X</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Graph Visualization</td>
<td></td>
<td></td>
<td></td>
<td>X</td>
<td>X</td>
<td>X</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Detected Smell Filtering</td>
<td></td>
<td></td>
<td></td>
<td>X</td>
<td>X</td>
<td>X</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Features, that tools support, are marked in the table with a “X”. For Result Export feature it was expected that tools supported some sort of version of the export of analysis results, for example in text format, CSV file format or in some other file format.

Result export is important for easier analysis and sharing the results for example with development team or other roles that benefit from improving the code in a development team. It is also helpful for comparing the results of different bad smell detectors that proved necessary in the making of this thesis. Result export was supported by PMD and DesigniteJava, which presented their results immediately in a separate auto-generated file as they were run from the command line. It was also supported by Embold and JArchitect, that offered to export the results after the analysis was run on the code in their environment.

Highlighting Smell Occurrences feature allows observing the exact occurrences and location of the bad smell in the source code. It betters the tools as it shows the smell in the context of the whole method or class and so it is easier for the developer to decide if it really needs to be
removed. It proved to be useful, when checking if two found code smells were same in comparing different tools for this thesis. It also simplifies the refactoring of the code as it could be done immediately in the user interface (UI) of the tool. This feature was offered by CheckStyle and JDeodorant, that were IntelliJ and Eclipse plug-ins respectively, so they were able to show the smells in the source code as the program was imported to the IDE. The feature was also supported by Embold, Kritika and SonarQube, which were the tools, that had a separate UI or were online tools.

Detection Setting configuration was another desirable feature. This supported the possibility to change the list of smells that are found or change the threshold values for specific smells. It’s a useful feature to have, because often code smell detectors find a large number of smells, but only some of them are needed. This was the case for this thesis, as only the object-oriented smells described by Fowler and Beck were investigated, so it was good, if the tool allowed to search for only specific smells. Also, in the case of metric-based code smells, the threshold values are subjective, and the users might want to change them according to the context of the development or their needs. PMD, CheckStyle and JArchitect supported this feature. Kritika allowed customizable rulesets but not changeable threshold values and SonarQube allowed the creation of new rules but not customizable rulesets.

Graph Visualization was a feature, that bettered the presentation of the results and improved the understanding of refactoring needs for specific classes or the whole project in general. The visualization could have been in the form of different graphical elements such as graphs, charts or heat maps. This was offered only by Embold, JArchitect and SonarQube.

Detected Smell Filtering feature allows to hide or show only a part of the found smells or offers some other type of visualization setting. It would be useful when navigating through found smell lists and on searching for a specific smell. This feature was also offered by only Embold, JArchitect and SonarQube.

None of the tools offered all the five desired features. Embold, JArchitect and SonarQube supported most of them, four features out of five. DesigniteJava and JDeodorant however supported only one of the five useful features.

4.5. Author’s Experience

Kritika and Embold were online tools, which means they didn’t need to be downloaded. This saved the user a considerable amount of time as they didn’t have to read through the download manual, prepare their computer with necessary supporting programs or wait for the
downloading process to finish, which is often the case with downloadable computer programs. They allowed the projects to be uploaded from online repositories, which was also convenient. As online tools they were very easy to use, the user interface sides were intuitive for both of them. Kritika was more simplistic in design, Embold supported more features.

SonarQube interface was a webpage as well, however the program needed to be downloaded and the server had to be started from the command line. Due to the user interface being in the form of a web page, it still offered positive user experience when using the tool as it had conventional layout. Each analysed application had to be uploaded through the command line, which can be difficult, if the user is not very familiar with that. In addition, the version of SonarQube used, needed specific newer build versions for the application which oftentimes created conflicts and hindered the usability.

PMD and DesigniteJava were downloadable programs, that didn’t offer user interface, but instead were runnable also from command line and presented their results in a text file or an excel file form. That means the user wasn’t able to filter the results very well or search for a specific code smells. The tools also didn’t highlight the found code smells in the code, which often was inconvenient, especially with bigger project where there were a lot of code smells to filter through. The downloading process was simple however the usage was more complicated; the analysis had to be run from the command line using command line parameters.

CheckStyle and JDeodorant were IntelliJ plug-ins. They were downloaded and then configured in the IntelliJ IDE as a plug-in. The process wasn’t time-consuming. As they were plug-ins, there was no way of filtering the smells nor was there the feature to export the code smells. The plug-in format, however, allowed the tools to highlight smell occurrences in the source code.

JArchitect was downloaded as a program and it offered a graphical user interface. Because the tool supported a large number of different features, it took some time for the user to learn how to properly use it, as they had to familiarize themselves with the user manual and documentation. Compared to other tested detectors, the code smell detection rules for JArchitect were fully customizable which offered the user a lot more freedom with the detection analysis. It provided the user with all the usability features but highlighting the smell occurrences, so it was overall a good tool to use for analysis.
5. Discussion and Recommendations

The goal of this thesis was to give a current overview of different programs and tools that can be used for code smell detection. Three questions were answered in this thesis and here the results to those questions are discussed.

The first question was whether different code smell detection tools detect the same code smells. This question was answered in Section 4.2. Out of the 22 object-oriented code smells described by Fowler and Beck, the eight detectors chosen for this study collectively found 10 different code smells, however not every tool found all 10. Long Method and Large Class code smells were found by all those detectors, Long Parameter List was also found by the majority of the tools. Most of the detected smells were Bloaters and Dispensables. These code smells are one of the more easier code smells to find by calculating metrics based on the source code. They are also the more common code smells as they were the smells that occurred the most as the conclusive table showed. Therefore it is to be expected, that all or the majority of code smell detection tools are able to find those smells. Other code smells were represented in only couple analyzed detectors. No tool was able to detect code smells related specifically to object-oriented design misuse. Embold and Sonarqube detected the most code smells, both found six different code smells.

The second question was which tools have better usability. This question was answered in Section 4.4 and Section 4.5. Code smell detector was considered to have good usability, if it had result export feature, was able to highlight smell occurrences, allowed detection settings, supported graph visualization, and offered detected smell filtering. Embold, JArchitect and SonarQube tools had four out of five of those desired features, no tool supported all five. These tools were also easy-to-understand and intuitive in usage. DesigateJava and JDeodorant however supported only one of those five features. Missing usability functionalities can hinder the code smell detection tools’ user-friendliness. One of the more important features is the option to customize the rulesets and change the rules and threshold values. As code smells are often subject to interpretation, it is important for the users to be able to configure the rules. Results export, smell filtering and graph visualizations are important features for presenting and comparing the results. Highlighting the smell occurrences is convenient for the user as it helps to keep track of the current code. When the code smell detector is easy to use, handy and practical, more users are inclined to improve the quality of their code. Code smell detectors that are more difficult to use or that don’t offer wished features hinder the user-friendliness and that can result in users not improving their code quality altogether.
The third question was where are the gaps in code smell detection. As it was found in Section 4.2, no tools detected code smells that were related to object-oriented design problems. This means the code that misuses inheritance and information hiding principles goes unnoticed. If a program doesn’t implement object-oriented concepts or implements them incorrectly, it can hinder the code’s flexibility and lead to more serious problems in addition to maintenance issues. What is more, it became apparent that the majority of code smells analyzed in this study are somewhat subjective, that means their definitions are not entirely fixed. Different code smells implementations can differ from tool to tool, the threshold values can also be different for alternative code smell detectors. This means, that there isn’t a firm unity in code smell detection. In addition, many missing functionalities like not being able to export results or non-changeable threshold values greatly hinder the user experience side of the tools. For developers and other development roles to want to better their code, the detectors should have good usability and be user-friendly.

Through author’s own experience with the eight tested tools, the tools they recommend most based on this research are JArchitect and Embold. JArchitect offered the user the most freedom with their customizable detection rules. The tool’s graphical user interface can be difficult at first, however the user manual is a good source of help. The results export files were thorough and results were visualised for better overview. Embold offered an online smell detection and the analysed applications were uploaded from online repositories. The tool was able to detect a lot of smells in the applications and it highlighted the smell occurrences in the source code. Both of these tools offered numerous other features and metrics calculations in addition to code smell findings.

Further research could be done on the detection performance of the studied tools. That is to find out, which tools have more accurate results in code smell detection. The same kind of testing of code smell detectors as was carried out in this thesis could also be performed on code smell detection tools for iOS applications. In addition to this, an experimental study in developing a new code smell detector is also an option for continuing research. The implementation of the ability to detect more code smells related to object-oriented issues should be considered. As of now, no tools were found that were able to detect those smells. Usability ought to be evaluated critically and user-friendliness should be an important factor when designing the code smell detection tools.
6. Conclusion

The aim of this thesis was to give an up-to-date overview of code smell detection tools for Android and iOS applications. A search was performed to find different code smell detectors for Android and iOS applications, descriptions of them were given. A selection of eight detectors were chosen to be tested on 10 Android applications and three research questions were answered in this study.

The first question was whether different code smell detection tools detect the same code smells. It was found that code smells vary from tool to tool. Different detectors find different code smells, however Long Method, Large Class and Long Parameter list code smells were found by most tools. No tool was able to find code smells related to object-oriented issues in the code.

The second question was which tools have better usability. Out of the 8 code smell detectors for Android applications tested in this thesis, Embold, JArchitect and SonarQube were the most user-friendly, as they supported four out of five desired usability functionalities.

The third question was where are the gaps in code smell detection. No tool was able to find code smells related to object-oriented design problems, so this is considered to be an aspect of further research. It became apparent that code smell definitions and their finding techniques can be different for alternative code smell detectors. This means that numerous aspects of code smell findings are open to interpretation. Many tested detectors didn’t offer various helpful usability functions, that hindered their overall ease of use.

In author’s opinion, out of the eight tested tools JArchitect and Embold had the best usability. JArchitect offered fully customizable code smell detection rules and thorough result export feature; Embold offered easy code smell detection as an online tool while still supporting numerous code smell findings and other metric calculations.
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## Appendix

### I. Results for Tested Code Smell Detectors

<table>
<thead>
<tr>
<th>Smell</th>
<th>PMD</th>
<th>CheckStyle</th>
<th>Kritika</th>
<th>Embroid</th>
<th>JArchitect</th>
<th>SonarQube</th>
<th>JDeodorant</th>
<th>JResortani</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>Duplicated Code</td>
<td>4</td>
<td>3</td>
<td>4</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>11</td>
</tr>
<tr>
<td>Long Method</td>
<td>4</td>
<td>3</td>
<td>4</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>11</td>
</tr>
<tr>
<td>Large Class</td>
<td>4</td>
<td>3</td>
<td>4</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>11</td>
</tr>
<tr>
<td>Long Parameter List</td>
<td>4</td>
<td>3</td>
<td>4</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>11</td>
</tr>
<tr>
<td>Shotgun Surgery</td>
<td>4</td>
<td>3</td>
<td>4</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>11</td>
</tr>
<tr>
<td>Feature Envy</td>
<td>4</td>
<td>3</td>
<td>4</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>11</td>
</tr>
<tr>
<td>Lazy Class</td>
<td>4</td>
<td>3</td>
<td>4</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>11</td>
</tr>
<tr>
<td>Speculative Generality</td>
<td>4</td>
<td>3</td>
<td>4</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>11</td>
</tr>
<tr>
<td>Message Chains</td>
<td>4</td>
<td>3</td>
<td>4</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>11</td>
</tr>
<tr>
<td>Data Class</td>
<td>4</td>
<td>3</td>
<td>4</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>11</td>
</tr>
</tbody>
</table>

Note: The table above shows the results for various code smell detectors across different tools and applications. The numbers represent the count of Smells detected by each tool for each application.
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